Detection of Security Vulnerabilities in Web Application using Security Headers in Python
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Abstract- A security breach is an early-phase breach that can lead to things like system damage, data loss and many more. As security breaches happened, new security patches were created and bolted on. What is vulnerable, needs to be patched. For HTTP, enter HTTP Security Headers. There's a lot of aspects to observe when looking for secure a site, and HTTP security headers are a good place to start. Keeping up with HTTP security headers best practices provide another security layer on top of your web applications. Different types of security headers are used for that. We can use these headers to outline communication and improve security of web applications. We can also write the python script to check which HTTP security headers are implemented by web application. And can fetch the value of the header, from the value of these headers we can conclude that the web application is vulnerable or not.
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I. INTRODUCTION

The world is becoming more and more connected every day, and online services like social media and e-commerce are contributing to giant treasure of sensitive business and personal data. These developments introduce new threats and vulnerabilities for hackers to exploit it via man-in-the-middle attacks, cross-site scripting (XSS), cross-site request forgery, click jacking and other threats. Application developer teams should consider security from the start when designing and developing web applications. We can use HTTP security headers to increase security of web application. Once security headers are set, they can restrict modern browser from running into easily preventable vulnerabilities.

II. HTTP HEADERS

HTTP headers are the name or value pairs. And they are shown in the request and response messages of message headers for Hypertext Transfer Protocol (HTTP). The header name and value are separated by single colon. HTTP headers are an inherent part of HTTP requests and responses. In simpler terms, HTTP headers are the code that transfers data between a Web server and a client (browser). HTTP headers are fundamental for the communication between the web server and client in both directions.

HTTP headers are mainly divided into two types:
1. HTTP Request Header
2. HTTP Response Header

HTTP Request Header: When you type a URL into the address bar of web browser and try to access it, browser sends an HTTP request to the web server. It contains information in a text-record form, which includes the type, capabilities and version of the browser that generates the request, the OS used by the client, the page that was requested, the different types of outputs that are accepted by the browser, and so on.

HTTP Response Header: Upon receiving the request header, the server will send an HTTP response header back to the client’s browser. An HTTP response header contains information in a text-record form that a Web server sends back to the client's browser. The response header contains the type, date and size of the file sent back by the server, and information regarding the server.
III. HTTP SECURITY HEADERS

Whenever a browser requests a web page from a web server, the server responds with the content along with HTTP response headers. Some of these headers contain content Meta data such as the content-encoding, cache-control, content-length, status error codes, etc.
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Along with these are also HTTP security headers that tell browser how to behave when handling website’s content. For example, by using the strict-transport-security (HSTS) you can force the browser to communicate only over HTTPS. There are seven different HTTP security headers that we will explore here that you should be aware of.

IV. DIFFERENT TYPES OF SECURITY HEADERS

X-Frame-Options
The X-Frame-Options response header protects websites against click jacking attacks. The application server sets the X-Frame-Options header policy in the client’s browser to allow or deny rendering of the web content in the frames of third-party websites.

The value of an X-Frame-Options header:

<table>
<thead>
<tr>
<th>X-Frame-Options:</th>
<th>DENY</th>
<th>SAMEORIGIN</th>
<th>ALLOW-FROM URL</th>
</tr>
</thead>
</table>

Strict-Transport-Security (HSTS)
HTTP Strict Transport Security is an HTTP response header that mandates that web browsers or compatible agents should only interact with applications using HTTPS connections and never plain HTTP or lower version of Transport Layer Security (TLS). The application server implements an HSTS policy by giving the header “Strict-Transport-Security” over an HTTPS connection. Setting this HSTS header can help protect applications against version rollback attacks, such as Poodle.

The value of the HSTS header:

| Strict-Transport-Security: max-age=31536000; include Sub Domains; preload |

X-Powered-By
May be set by hosting environment or other framework. It contains information about them while not providing any usefulness to the application or its visitors. Unset this header to ignore exposing potential vulnerabilities.

X-Content-Type-Options
When the application server sets the X-Content-Type-Options header to “nosniff” in the client’s browser, the script and style sheet elements will reject responses with incorrect Multipurpose Internet Mail Extensions (MIME) types. Thus limiting exposure to download and the risk of uploaded data that could be treated as executable or dynamic HTML files. X-Content-Type-Options security header helps to prevent attacks based on MIME type confusion.

The value of an X-Content-Type-Options header:

| X-Content-Type-Options: nosniff |

Content-Security-Policy (CSP)
The Content-Security-Policy header provides defense against content injection attacks, such as XSS and click jacking. This header provides a standard method for websites to establish confidence and determine the origins of content the browser is allowed to load on the webpage. CSP requires careful tuning and exact definition of the policy.

The value of a CSP header:

| Content-Security-Policy: frame-ancestors 'none'; // No URL can load the page within an iframe. |

X-Content-Security-Policy: frame-ancestors 'self'; // Serves the same function as the SAMEORIGIN parameter.

The value of an X-XSS-Protection header:

| X-XSS-Protection: 1; mode=block; report=https://domain.tld/folder/file.ext |

Cache-Control
The Cache-Control HTTP header holds directives (instructions) for caching in requests and responses. A given directive in an application request does not mean that the same directive should be in the response.

V. PROPOSED WORK

A. Python Script

```python
print("Get Content Security Policy");
request = requests.get('https://example.com/content-security-policy
response = requests.get('https://example.com/content-security-policy
headers = response.headers
print("X-Content-Security-Policy: ");
for header in headers:
    print(header[0])
```

B. Output

![Fig. 4 Content-Security-Policy header](image)

![Fig. 5 Python Script](image)
VI. CONCLUSION

We have to identify various issues and challenges faced by security testing of web based applications. A security tester thus should keep track of all the issues while conducting testing of web application for security purpose. HTTP security headers can help harden security of website. We can make python script to add more features and can detect more security vulnerabilities in web application. By using python we can also develop vulnerabilities scanner which scans for different kinds of vulnerabilities.
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